Model\_Building TEAM\_ID - PNT2022TMID49379

Import necessary package

import numpy import matplotlib.pyplot as plt from keras.utils import np\_utils from tensorflow.keras.datasets import mnist from tensorflow.keras.models import Sequential from tensorflow.keras.layers import Conv2D, Dense, Flatten from tensorflow.keras.optimizers import Adam

(X\_train, y\_train), (X\_test, y\_test) = mnist.load\_data()

Downloading data from <https://storage.googleapis.com/tensorflow/tf-keras-datasets/mnist.npz>

11490434/11490434 [==============================] - 0s 0us/step print(X\_train.shape) print(X\_test.shape)

(60000, 28, 28)

(10000, 28, 28) X\_train[0] array([[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 3,

18, 18, 18, 126, 136, 175, 26, 166, 255, 247, 127, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 30, 36, 94, 154, 170,

253, 253, 253, 253, 253, 225, 172, 253, 242, 195, 64, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 49, 238, 253, 253, 253, 253,

253, 253, 253, 253, 251, 93, 82, 82, 56, 39, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 18, 219, 253, 253, 253, 253,

253, 198, 182, 247, 241, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 80, 156, 107, 253, 253,

205, 11, 0, 43, 154, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 14, 1, 154, 253,

90, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 139, 253,

190, 2, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 11, 190,

253, 70, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 35,

241, 225, 160, 108, 1, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

81, 240, 253, 253, 119, 25, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 45, 186, 253, 253, 150, 27, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 16, 93, 252, 253, 187, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 249, 253, 249, 64, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 46, 130, 183, 253, 253, 207, 2, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 39,

148, 229, 253, 253, 253, 250, 182, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 24, 114, 221,

253, 253, 253, 253, 201, 78, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 23, 66, 213, 253, 253,

253, 253, 198, 81, 2, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 18, 171, 219, 253, 253, 253, 253,

195, 80, 9, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 55, 172, 226, 253, 253, 253, 253, 244, 133,

11, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 136, 253, 253, 253, 212, 135, 132, 16, 0,

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0],

[ 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0,

0, 0]], dtype=uint8)

Data pre processing

y\_train[0] 5 plt.imshow(X\_train[0])

![](data:image/jpeg;base64,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)

X\_train = X\_train.reshape(60000, 28, 28, 1).astype('float32') X\_test = X\_test.reshape(10000, 28, 28, 1).astype('float32') number\_of\_classes = 10

Y\_train = np\_utils.to\_categorical(y\_train, number\_of\_classes)

Y\_test = np\_utils.to\_categorical(y\_test, number\_of\_classes)

Y\_train[0] array([0., 0., 0., 0., 0., 1., 0., 0., 0., 0.], dtype=float32)

Create model

model = Sequential() model.add(Conv2D(64, (3, 3), input\_shape=(28, 28, 1), activation="relu")) model.add(Conv2D(32, (3, 3), activation="relu")) model.add(Flatten()) model.add(Dense(number\_of\_classes, activation="softmax"))

Compiling the model

model.compile(loss='categorical\_crossentropy', optimizer="Adam", metrics=["accuracy"]) model.fit(X\_train, Y\_train, batch\_size=32, epochs=5, validation\_data=(X\_test,Y\_test)) Epoch 1/5

1875/1875 [==============================] - 196s 104ms/step - loss: 0.2114 - accuracy: 0.9530 - val\_loss: 0.0860 - val\_accuracy: 0.9739

Epoch 2/5

1875/1875 [==============================] - 202s 108ms/step - loss: 0.0678 - accuracy: 0.9796 - val\_loss: 0.1017 - val\_accuracy: 0.9751

Epoch 3/5

1875/1875 [==============================] - 197s 105ms/step - loss: 0.0480 - accuracy: 0.9847 - val\_loss: 0.0876 - val\_accuracy: 0.9790

Epoch 4/5

1875/1875 [==============================] - 202s 108ms/step - loss: 0.0368 - accuracy: 0.9890 - val\_loss: 0.0725 - val\_accuracy: 0.9812

Epoch 5/5

1875/1875 [==============================] - 196s 104ms/step - loss: 0.0317 - accuracy: 0.9903 - val\_loss: 0.1061 - val\_accuracy: 0.9749

Test the model

metrics = model.evaluate(X\_test, Y\_test, verbose=0) print("Metrics (Test Loss & Test Accuracy): ") print(metrics)

Metrics (Test Loss & Test Accuracy):

[0.10613072663545609, 0.9749000072479248] prediction = model.predict(X\_test[:4]) print(prediction)

1/1 [==============================] - 0s 93ms/step

[[9.9039808e-14 1.7801291e-17 2.4331301e-09 5.1562615e-10 2.6416533e-15

9.6221535e-16 1.8084108e-24 1.0000000e+00 3.2786626e-14 6.7406480e-10]

[5.2280425e-16 1.4731727e-12 1.0000000e+00 1.9810487e-11 3.6309416e-18

1.7567800e-18 4.1256623e-08 3.1735288e-19 3.5455400e-10 4.5615819e-23]

[3.9027423e-08 9.9997389e-01 4.7386902e-06 4.2051904e-12 1.8228963e-07

3.9746135e-07 1.9909536e-09 1.0973835e-11 2.0772874e-05 2.1399367e-13]

[9.9999607e-01 5.6394082e-13 2.5004380e-07 1.9577358e-12 9.8116532e-12

6.2192071e-11 2.3564528e-06 9.4811000e-14 1.3014859e-06 6.0907044e-09]] print(numpy.argmax(prediction, axis=1)) print(Y\_test[:4])

[7 2 1 0]

[[0. 0. 0. 0. 0. 0. 0. 1. 0. 0.]

[0. 0. 1. 0. 0. 0. 0. 0. 0. 0.]

1. 1. 0. 0. 0. 0. 0. 0. 0. 0.]

1. 0. 0. 0. 0. 0. 0. 0. 0. 0.]]